1. **Quelle structure de données choisir pour chacune de ces tâches ?**

|  |
| --- |
| Pile |
| File |
| Pile |
| File |
| Pile |
| Dictionnaire |

* *Stocker l’historique des actions effectuées dans un logiciel (Undo)*
* *Serveur d’impression (buffer de requêtes)*
* *Revenir en arrière dans un navigateur (page précédente)*
* *Mise en liste d’attente téléphonique lors d’un appel au FAI par exemple*
* *Gestion des évènements (ex. frappe clavier)*
* *Représenter un répertoire téléphonique*

1. **Pile et palindromes (difficulté \*)**

Un palindrome est un mot qui se lit de la même façon de gauche à droite et de droite à gauche. Par exemple, *kayak* et *coloc* sont des palindromes. Par opposition, *informatique* n’en est pas un.

Les piles peuvent être utiles pour détecter un palindrome: on peut lire le mot jusqu’à sa moitié, et empiler les lettres qu’on lit, puis arrivé à la moitié on lit les lettres tout en dépilant et en regardant si le résultat du dépilage correspond à la lettre lue. Si ce n’est pas le cas, le mot en entrée n’est pas un palindrome.

S’il y a toujours égalité, c’est un palindrome.

Il faut faire attention à distinguer les mots de longueur paire et impaire.

1. Créer un fichier python palindrome.py
2. Implémenter à l’aide d’une pile une fonction palindrome() qui prend en entrée un mot et renvoie True si c’est un palindrome et False sinon.
3. Tester votre programme avec différents mot/phrases : palindromes ou non
4. **Inversion d’une file à l’aide d’une pile (difficulté \*)**
5. Ecrire en python une procédure qui inverse une file d'éléments qui lui est passée en paramètre, à l’aide d’un Pile. Il existe en effet une méthode très simple pour inverser une file en utilisant une pile.

Obligatoire : Ne pas utiliser de tableau ou de liste de travail pour effectuer l'inversion, mais utiliser une pile.

1. **Réalisation d’une File à l’aide de 2 Piles (difficulté \*\*)**
2. Il est possible d’implémenter la structure de données File à l’aide de deux piles (pileDroite, pileGauche). Regarder l’exemple illustré ci-dessous et faites le lien avec l’algorithme qui suit l’illustration.

*1. On crée une file vide*

![](data:image/png;base64,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)*2. On enfile les éléments a, b et c*

*3. On défile un élément*

*4. On enfile les éléments d et e*

*5. On défile deux éléments*

*6. On défile un élément.*

Algorithme de la méthode *défiler* la file :

***Fonction*** *defiler*

***Si*** *pileDroite.estVide()* ***Alors***

***Tant Que not*** *pileGauche.estVide()* ***Faire***

*pileDroite.empiler(pileGauche.depiler())*

***Fin Tant Que***

***Fin Si***

***Retourner*** *pileDroite.depiler()*

***Fin fonction***

1. Implémenter en programmation orientée objet une File à l’aide de 2 Piles (pileDroite et pileGauche). Ne faire que les méthodes **estVide**, **enfiler**, **defiler**
2. **Validité du parenthésage d'une expression à l’aide d’une Pile (difficulté \*\*)**

Un problème fréquent pour les compilateurs et les traitements de textes est de déterminer si les parenthèses d’une chaîne de caractères sont équilibrées et proprement incluses les unes dans les autres. On désire donc écrire une fonction qui teste la validité du parenthésage d’une expression :

– on considère que les expressions suivantes sont valides : "()", "[([bonjour+]essai)7plus- ];"

– alors que les suivantes ne le sont pas : "(", ")(", "4(essai]".

Notre but est donc d’évaluer la validité d’une expression en ne considérant que ses parenthèses et ses crochets. On suppose que l’expression à tester est dans une chaîne de caractères, dont on peut ignorer tous les caractères autres que ‘(’, ‘[’, ’]’ et ‘)’.

1. Écrire en Python la fonction valide qui renvoie vrai si l’expression passée en paramètre est valide, faux sinon.
2. **File et ordonnancement (difficulté \*\*\*)**

L’ordonnancement consiste, pour le système d’exploitation, à optimiser l’utilisation du processeur en lui affectant tour à tour différentes tâches à exécuter. On appelle processus un programme en cours d’exécution. Il peut y en avoir des centaines à la fois sur une machine, et que quelques processeurs (souvent 4).

L’ordonnanceur va répartir le temps de calcul entre les programmes, afin que tous puissent avancer dans leur exécution de manière satisfaisante, et que les programmes qui n’ont pas besoin de temps processeur à un certain moment (par exemple parce qu’ils attendent une réponse de l’utilisateur avant de continuer) ne gaspillent pas de temps de calcul.

La plupart des ordonnanceurs modernes utilisent des files pour garder en mémoire de façon optimale les programmes à exécuter. En effet, tout comme la pile était une structure naturelle pour gérer les palindromes à l’exercice précédent, la file est parfaitement adaptée à l’ordonnancement : les programmes qui demandent du temps de calcul sont insérés en bout de file, et ceux qui seront défilés pour obtenir effectivement du temps processeur sont ceux qui attendent depuis le plus longtemps.

1. Créer un fichier python scheduler.py.
2. Créer une classe Activite pour modéliser des activités avec :

* un constructeur \_\_init\_\_() initialisant ayant trois attributs privés : name, time et priority.
* un accesseur get\_time() qui renvoie la valeur de l’attribut time.
* un accesseur get\_priority() qui renvoie la valeur de l’attribut priority.
* une méthode publique execute() qui décrémente l’attribut time d’une valeur passée en paramètre à la méthode et qui renvoie un booléen indiquant si time est nul (True) ou non (False).

NB : time ne peut en aucun cas être < 0.

* une méthode spéciale \_\_repr\_\_(self) renvoyant une chaîne représentant l’activité selon le format : "<nom activité>: <temps>s [<priorité>]"

1. Créer une classe Ordonnanceur sur le patron suivant :

class Ordonnanceur:

def \_\_init\_\_(self, quota=0):

self.\_\_file = pf.File()

self.\_\_quota = int(quota)

def set\_quota(self, quota : int) -> int:

# à compléter

def add\_activity(self, activity : object):

# à compléter

def step(self):

# à compléter

def run(self):

# à compléter

1. Compléter la méthode add\_activity() qui ajoute une activité passée en paramètre à la file de processus de l’ordonnanceur.
2. Modifier la méthode step() qui effectue un “tour” d’ordonnancement comme suit :

* si la file est vide, on l’affiche et on ne fait rien.
* s’il y a au moins une activité dans la file, on exécute l’activité en affichant son nom et sa durée. On décrémente son temps d’une unité et si son quota arrive à 0, on défile l’activité.

1. Modifier la méthode run() qui itère step jusqu’à obtenir une file de processus vides.
2. Créer une liste de 10 activités de durée et de priorité aléatoires (durée entre 1 et 10 et priorité entre 0 et 2).
3. A l’aide d’une boucle, mettre toutes les activités dans la file de l’ordonnanceur puis exécuter l’ordonnanceur.

Ordonnancement préemptif, la stratégie “round-robin”

L’ordonnancement à l’aide d’une file vu précédemment est dit **coopératif** : l’ordonnanceur laisse à chaque processus tout le temps dont il a besoin. Dans une telle stratégie, c’est le processus qui doit rendre la main de lui-même, parce qu’il a terminé ou parce qu’il se met en attente (on n’a pas modélisé cette éventualité).

Dans les systèmes d’exploitation récents, l’ordonnancement est **préemptif** : au bout d’un certain temps, si le processus auquel est actuellement alloué le temps processeur n’a pas terminé, on le met en attente et on alloue le processeur à un autre processus.

1. Reprendre votre ordonnanceur pour qu’il prenne à l’initialisation un paramètre tmax dénotant le temps maximal laissé à un processus. Modifier ensuite la méthode step pour qu’à chaque étape elle considère une activité et :

* soit le temps d’exécution est inférieur à tmax et on exécute l’activité que l’on a défilée.
* soit ce temps d’exécution est strictement supérieur à tmax, alors on exécute l’activité défilée pendant tmax, puis on la renfile avec un temps d’exécution diminué de tmax.

Ordonnancement multi-files : les priorités

Dans les systèmes d’exploitation modernes, il y a une notion de priorité : certains processus plus critiques doivent être exécutés avant les autres. On suppose ici que les priorités des activités sont des entiers entre 0 et 2 (0 est la plus haute priorité, 2 la plus faible). Une stratégie approchant ce qui se fait dans les systèmes modernes est la suivante :

* on crée une file pour chaque priorité 0, 1 et 2.
* à l’ajout dans l’ordonnanceur, on ajoute l’activité à la bonne file.
* la fonction “step” de l’ordonnanceur se comporte comme un round-robin, mais qui commence sur la file de priorité 0. Si elle est vide, il cherche une tâche dans la file de priorité 1. Si elle est vide, on regarde la file de priorité 2.

1. Implémenter un tel ordonnanceur et le faire tourner sur un exemple.